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We describe ongoing work on extending the Diderot programming language for scientific visualization [8, 4] to handle functions produced by FEniCS. FEniCS currently works with various visualization tools [5, 6, 1, 3], and previous FEniCS conferences noted the need for better visualizations [2]. Existing tools limit the FEniCS user’s ability to create high quality visualizations either because they support only approximations of higher-order elements, or because they do not support writing new visualization algorithms. For instance, Paraview can draw only piecewise linear functions, and while VisIt has a scripting language, using it to implement a new visualization algorithm involves writing a new plotting plugin, which requires knowing VisIt’s API and writing C code to implement complex math. In contrast, Diderot supports higher-order elements and offers a concise and mathematically expressive language for implementing visualizations. Building on previous work [4], we show here how Diderot can express commonly available basic visualizations, but also supports creating new visualization methods that both leverage scientific visualization techniques and accurately depict the structure of FEM solutions. Collaboration with the FEniCS community will increase the utility and relevance of Diderot for scientific computing.

Figure 1: Paraview’s plot (a) of a 2D scalar field can made more accurate in Diderot (b), and Diderot can directly visualize the difference (c), caused by Paraview’s simplification to linear elements.

Basic Visualizations Fig. 1 illustrates how Paraview and Diderot handle a basic visualization method: colormapping a 2-D scalar field (a component of a 2-D lid driven cavity solution). Fig. 1(a) shows sample Paraview output, and roughly 20 lines of Diderot code generated Fig. 1(b). There are in fact slight differences between the two, because Diderot is showing the true piecewise quartic function, while Paraview is showing the projection down to linear elements. With Diderot we can also visualize (Fig. 1(c)) the difference between the true result and linear approximation. Juxtaposing these results may create the impression that programming in Diderot is convenient as running “plot” in Dolfin. For certain forms of stock visualization (such as these colormaps), underlying Diderot programs may be wrapped within other high-level Python functions and interactive GUIs that can achieve comparable usability.

Advancing on the Basics Fig. 2 illustrates how Dolfin’s “plot” and Diderot visualize a 2D vector field (again a lid driven cavity problem). Fig. 2(a) shows a plot of arrows drawn at each mesh vertex. Fig. 2(b) is a line integral convolution (LIC) of the vector field, created with about 50 lines of Diderot code and some post-processing. LIC more comprehensively displays the vector field structure, in a way that can be easily augmented with additional information, such as the field derivative.

Making your own visualization algorithms Fig. 1(b) and Fig. 2(b) show Diderot’s ability to provide simple and more sophisticated visualizations. With its LIC plugin, Paraview can make a version of Fig. 2(b). Diderot is designed to simplify how new vis algorithms are created, when there is no existing...
Figure 2: A 2D vector field is visualized with Dolfin’s “plot” (a) or with line integral convolution in Diderot (b), which includes a colormap of vorticity.

Piecewise linears can be efficiently plotted with standard polygon-based graphics (such as those used in Paraview). However, depicting the fields associated with higher-order basis functions benefits from a non-polygonal approach, such as ray-tracing, wherein the intersection of a per-pixel ray with the object of interest is computed via root-finding. Iterative root-finding may fail to converge for a variety of reasons. To avoid the distracting jagged image artifacts caused by incorrect ray-object intersections, we modified the guaranteed surface-intersection algorithm of Kalra and Barr [7], and implemented it in Diderot.

The Kalra and Barr method uses a Lipschitz constant of the scalar field derivative to find intervals that bracket exactly one root, within which numerical root finding is more reliable. The algorithm can fail to find root intervals, but the potential for failure can be reduced by picking a small Lipschitz constant.

Our modified algorithm considers the scalar field within each cell, to avoid discontinuities without missing roots, and computes the Lipschitz constant of the derivative within each cell according to knowledge of the finite element space. Figure 3 compares Dolfin’s “plot” output to that of our new raytracer.

Figure 3: Dolfin (a) and Diderot (b) visualizations of the error in a solution to $\Delta u = 4$ with Dirichlet boundary conditions and higher order elements on an approximation to the unit circle. The raytracing accurately shows the shape of the error function, for which the linearly interpolated approximation gives a particularly misleading impression of the nature of the error function, and of the relationship between the approximate boundary conditions and the error.

References