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Introduction
As power and energy become �rst-order concerns for com-

puting systems, so�ware developers are increasingly tasked
with meeting multiple, o�en con�icting goals; e.g., creat-
ing responsive mobile applications that maximize ba�ery
life. Developers faced with this problem must address two
challenges: complexity and dynamics.

Complexity arises as computer architectures increasingly
expose resources to so�ware for management. Consider Sam-
sung’s recent release of the Galaxy S9+ smartphone. �is
phone came with an upgraded multicore CPU—the �rst “very
large core” in a smartphone. A tech reporter, however, found
that performance and ba�ery life were much worse than
expected because heuristics that did a good job of core and
DVFS management for the S9, worked very poorly for the
S9+ (click for link). �e S9+ is just one example of how hard-
ware complexity creates problems for so�ware: a resource
management heuristic that worked well for one system (the
S9) was extremely poor on another (the S9+).

Dynamics arise from �uctuating workloads and varying
resource availability. �us, even if so�ware developers �nd
a resource con�guration that works well in one scenario,
there is no guarantee that it will continue to meet goals
as the environment changes. A video encoder represents a
simple example. During low-motion scenes, the encoder’s
performance requirements (keeping up with the camera) are
easily met with low resource usage. In high-motion scenes,
the encoder needs more resources to produce high-quality
video. If so�ware always allocates resources for the low-
motion case, quality will su�er in times of high-motion. If
so�ware allocates for high-motion, energy (and thus ba�ery
life) is wasted during simpler scenes.

Prior Work on Complexity and Dynamics
To manage the complexity of modern processors, many

researchers have applied statistics, machine learning, or ar-
ti�cial intelligence [5, 12, 15, 31, 52, 57, 58, 66, 85].1 �ese
learning techniques are well suited to modeling high-level
application behavior—e.g., performance, power, and energy—
as a function of system resource allocation. �ese models,
1All citation numbers refer to the original paper.
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however, may be invalidated if the environment changes
su�ciently. Even reinforcement learning techniques—which
update models dynamically—are insu�cient for many de-
ployments, because they (1) provide no formal guarantees
that they will deliver the desired behavior and (2) they re-
quire so�ware developers to manually tune parameters such
as learning rate [46].

To manage computing system dynamics, a number of re-
search projects have turned to control theoretic solutions
[8, 24, 25, 30, 42, 64, 69, 74, 80, 82]. Control provides formal
guarantees that it will meet goals, if they are achievable. Per-
haps more importantly, control formalisms permit reasoning
about the precise conditions under which the goals can be
achieved [24]. Unfortunately, these guarantees are based on
bounding the computer system’s ground-truth behavior. If
models are not available—or their error cannot be bounded—
then control systems cannot be applied. �ese restrictions
make it extremely di�cult to apply control theory solutions
to general-purpose computing systems. A model may not
be available, and even if it is, models of application perfor-
mance and resource usage are o�en non-linear and non-
convex, making them ill-suited to most control techniques.
�e most successful deployment of control has thus been
in application-limited scenarios where models are relatively
easy to build, such as managing multimedia applications
[18, 19, 35, 47, 74, 80] or webservers [29, 45, 70].

Maggio et al. empirically compare a wide range of learning
and control approaches to meet application latency require-
ments with minimal energy through active resource man-
agement [46]. �eir �ndings are consistent with the above
observations. Reinforcement learning is the best choice if
no model is available, but control systems are signi�cantly
more robust given a model.

Motivation and Challenges
Intuitively, learning and control should be combined to

provide formal guarantees that a computer system will meet
its goals even in a general purpose environment with no prior
knowledge of the application to be controlled. Indeed, the
mechanisms and implementation that make this combination
work e�ciently are precisely the contributions of this paper.
In a general purpose computing environment, learning can
produce highly accurate models for new applications and
then pass those to a control system that ensures the goals
are met; this approach would combine learning’s �exibility
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with control’s formal guarantees. Realizing this combination,
however, requires addressing two major challenges:
• Dividing resource management into sub-problems that

suit learning and control’s di�erent strengths.
• De�ning abstractions that e�ciently combine sub-problem

solutions, while maintaining control’s formal guarantees.

CALOREE: Combining Learning and Control

Control

Learning + Control
Performance
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r

Figure 1. Learn-
ing smoothes the con-
troller’s domain.

We address the �rst challenge
by adopting a virtualized con-
trol system, which is easily sep-
arated into learning and control
tasks. Textbook controllers man-
age physical actuators (such as
clockspeed or the number of al-
located cores) [24]. �us, apply-
ing control requires knowing the
precise relationship between a physical actuator and the
application under control—impossible in a general environ-
ment. We instead propose a virtualized control system. For
example, to control application latency, we use speedup in-
stead of absolute performance. In this way, all unpredictable
external interference is viewed as a change to a baseline la-
tency and the relative speedup is insensitive to these changes.
Learning is well-suited to modeling speedups as a function
of resource usage and �nding Pareto-optimal tradeo�s in
speedup and energy. Once the learner has found Pareto-
optimal tradeo�s the problem is convex, piece-wise linear,
and well-suited to adaptive control solutions which guar-
antee the required speedup even in dynamic environments.
Figure 1 illustrates the intuition: processor complexity cre-
ates local optima, where control solutions can get stuck;
but learning �nds true optimal tradeo�s—“smoothing”—the
problem, allowing control techniques to handle dynamics
while providing globally optimal resource allocations.

We address the second challenge by de�ning a two-part
interface between learning and control that maintains con-
trol’s formal guarantees. �e �rst part is a performance hash
table (PHT) that stores the piecewise-linear learned model.
�e PHT allows the controller to �nd the resource alloca-
tion that meets a desired speedup with minimal energy and
requires only constant (average case) access time. �e in-
terface’s second part is the learned variance. Knowing this
value, the controller automatically adjusts its internals to
maintain formal guarantees even though the speedup is mod-
eled by a noisy learning mechanism at runtime, rather than
directly measured o�ine—as in traditional control design.

�us, we propose a general methodology where an abstract
control system is customized at runtime by a learner. We
refer to this approach as CALOREE2. Unlike previous work
on control systems that required numerous user-speci�ed
models and parameters [8, 30, 42, 64, 82], CALOREE builds
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models and tunes parameters automatically; i.e., it requires
no user-level inputs other than latency requirements.

Results Summary
We evaluate CALOREE by pairing a number of di�erent

learners with our virtualized control system to manage appli-
cation latency on a heterogeneous ARM big.LITTLE system.
We compare to state-of-the-art learning (including polyno-
mial regression [15, 66], collaborative �ltering—i.e., the Net-
�ix algorithm[3, 12]—and a hierarchical Bayesian model [52])
and control (including proportional-integral-derivative [24]
and adaptive, or self-tuning [41]) controllers. We also com-
pare with a naive version of CALOREE that does not account
for possible errors in the learner; i.e., it assumes learned
models are ground truth. We set latency goals for bench-
mark applications and measure both the percentage of time
the latency requirements are violated and the energy. We
test both single-app—where an application runs alone—and
multi-app environments—where background applications
enter the system and compete for resources.

Our paper shows that CALOREE achieves the most reli-
able latency and best energy savings. In the single-app case,
the best prior technique misses 10% of deadlines on average,
while CALOREE misses only 6%. All other approaches miss
100% of deadlines for at least one application, but CALOREE
misses, at most, 11% of deadlines. In the multi-app case,
the best prior approach averages 40% deadline misses, but
CALOREE misses just 20% (we note that not all goals can
be met in this second scenario). We evaluate energy by
comparing to optimal energy assuming a perfect model of
application and system. In the single-app case, the best prior
approach averages 18% more energy consumption than opti-
mal, but CALOREE consumes only 4% more. In the multi-app
case, the best prior approach averages 28% more energy than
optimal, while CALOREE consumes just 6% more. Critically,
the naive version of CALOREE is o�en no be�er than prior
approaches, showing the importance of not just constructing
the models, but also incorporating possible error into the
control design.

Contributions
In summary, CALOREE is the �rst work to use learning to

customize control systems at runtime, ensuring application
latency—both formally and empirically—with no prior knowl-
edge of the controlled application. While the approach was
originally intended to manage latency with minimal energy,
the ideas are general and can be trivially extended to other
goals and tradeo�s. CALOREE’s contributions are:
• Separation of resource management into (1) learning com-

plicated resource interactions and (2) controlling a virtual
goal that is later mapped into speci�c resource se�ings.
• A generalized control design usable with multiple learners.
• A method for guaranteeing latency using learned—rather

than measured—models.
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CALOREE’s Potential Impact
While we originally demonstrated CALOREE on an ARM

big.LITTLE architecture (running Linux) we believe CALOREE
represents a general approach to resource—and even con�g-
uration—management, as all such management systems will
be forced to deal with complexity and dynamics. In addition,
the concept of marrying a control system to a learner has
potential to make learning-based approaches much more ro-
bust and predictable. We address these two potential impacts
(general con�guration management and enhancing learning
systems) in the remainder of this document. We note that
the citation for a potential test of time award is the same as
the footnote listed on the �rst page of this document.

Generalized Con�guration Management
A resource allocation can simply be viewed as a con�gura-

tion. Many so�ware and hardware systems are con�gurable,
but deployed systems o�en rely on heuristic con�guration se-
lection. �ese heuristics must be tuned by so�ware develop-
ers and are extremely bri�le. CALOREE provides more reli-
able performance (fewer missed deadlines) and be�er energy
consumption (closer to optimal) than prior machine learn-
ing and control approaches. At the same time, CALOREE’s
only parameter is the desired operating point for the man-
aged application. By eliminating user-speci�ed parameters,
CALOREE should be much more robust than heuristic-based
approaches that must be tuned for each individual deploy-
ment and may have no suitable static se�ing.

To demonstrate this robustness, we have ported CALOREE
to three new environments. First, we repeated similar ex-
periments to the original paper on a Linux/x86 server, again
�nding that CALOREE provides the most reliable perfor-
mance and greatest energy savings. As both the ARM sys-
tem from the original paper and this x86 system run Linux,
these results are achieved with the exact same code—the
only changes are to con�guration �les specifying available
resources. We then ported CALOREE to Android to test
on the Galaxy S9+. �e only code changes required here
were Android speci�c resource monitoring and actuation—
the math and methodology are the same. While we have
only had a short time to test the S9+ we have measured web-
browsing latency and found that CALOREE again provides
more reliable performance with near-optimal energy while
far outperforming even the best manual tuning of Samsung’s
scheduler.

Finally, in a DARPA collaboration with MIT, Rice, and
UT Austin, we used CALOREE to dynamically con�gure an
embedded video encoder. In this case, CALOREE con�gures
application variants that trade performance for image quality.
For the DARPA demo, a human adversary causes system (in-
cluding fan and core) failures. When resources are available,
CALOREE produces the highest quality video. When re-
sources fail, CALOREE sacri�ces accuracy to maintain frame
rate. �e same code from the original paper was used in this

demo, the only di�erence is the speci�cation of application-
level alternatives instead of system resources. A video of the
demo in action is available: h�ps://youtu.be/3PYY6f92muY.

Enhancing Learning-based Management
CALOREE makes learning-based con�guration manage-

ment much more robust without requiring redesign of exist-
ing learning approaches. CALOREE works with any learner
that produces predictions of application behavior as a func-
tion of system con�guration. Our original paper tested four
such learners and found that the combination of learning
and control was always be�er than learning alone.

While the above is a good empirical result, there are foun-
dational reasons that these results should hold in general.
CALOREE does not simply bolt a controller to a learner, but
instead automatically tunes its internal control equations to
the learner’s output. For example, the controller’s pole is a
key parameter. Under traditional control designs, this pole
is set by the human designer to govern the control system’s
dynamic response and guarantee convergence to the goal.
Rather than requiring a human to tune this key parameter,
CALOREE automatically sets it based on the ratio of the min-
imum and maximum estimated speedups and the learner’s
con�dence interval. �us, CALOREE’s methodology for com-
bining learning and control automatically compensates for
uncertainty in the learner’s models.

�e only requirements for the learner are that: (1) it pro-
duces a piecewise-linear model relating con�gurations to
behavior and (2) provides con�dence intervals. Under these
assumptions, CALOREE formally guarantees that the appli-
cation will meet its goals. �e di�erence from traditional
control is that CALOREE provides probabilistic (as a function
of the con�dence interval) instead of absolute guarantees.
(Learners which cannot provide con�dence intervals can
still be used with CALOREE—and were tested in the origi-
nal paper—but without these values the formal guarantees
are lost). �us, there is both a theoretical and empirical ba-
sis to believe that CALOREE’s approach will improve any
learning-based con�guration management system.

Summary of Impact
CALOREE creates more robust and e�cient computing

systems through intelligent con�guration management. CAL-
OREE includes a rigorous methodology for designing and
deploying computing systems that are aware of high-level
goals and automatically adapt their behavior to ensure those
goals are met in complex, dynamic environments. Where
the current state-of-the-practice involves ad hoc, heuristic
techniques, CALOREE addresses multi-objective optimiza-
tion in a fundamental way. CALOREE is portable, formally
analyzable, and easily re-purposed to address new problems
as they emerge. CALOREE is more robust and e�cient than
either learning or control alone, adapting to meet multiple
goals while requiring less programmer e�ort.
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